**4****Developing and Using Stored****Procedures**

**Creating and Using Standalone****Procedures and****Functions**

With Oracle Database, you can store programs in the database, so commonly used code can be written and tested once and then accessed by any application that requires it. Program units that reside in the database also ensure that when the code is invoked the data is processed consistently, which leads to ease and consistency of the application development process.

Schema-level, or standalone subprograms such as functions (which return a value) and procedures (which do not return a value) are compiled and stored in an Oracle Database. Once compiled, they become **stored procedure** or **stored function** schema objects, and can be referenced or called by any applications connected to Oracle Database. At invocation, both stored procedures and functions can accept parameters.

Procedures and functions follow the basic PL/SQL block structure, which consists of the following elements:

* A declarative part, sometimes starting with the keyword DECLARE, identifies variables and constants used in the application logic. This part is optional.
* An executable part, starting with BEGIN and ending with END, contains the application logic. This part is mandatory.
* An exception-handling part, starting with EXCEPTION, handles error conditions that may be raised in the executable part of the block. This part is optional.

The general form of a PL/SQL block follows. Note also that each stored program unit has a header that names the unit and identifies it as either a function, procedure, or a package.

*Header* AS

[declaration statements

...]

BEGIN

...

[EXCEPTION

...]

END;

**Creating****Procedures and****Functions**

The SQL statements for creating procedures and functions are CREATE PROCEDURE and CREATE FUNCTION, respectively. In practice, it is best to use a CREATE OR REPLACE statement. The general form of these statements follows.

CREATE OR REPLACE *procedure\_name*(*arg1* *data\_type,* ...) AS

BEGIN

....

END *procedure\_name*;

CREATE OR REPLACE *procedure\_name*(*arg1* *data\_type,* ...) AS

BEGIN

....

END *procedure\_name*;

**To create a procedure:**

You will create a procedure add\_evaluation that creates a new row in the evaluations table.

1. In the Connections navigation hierarchy, right-click **Procedures**.
2. Select **New Procedure**.
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1. In the New Procedure window, set the following parameters:
   * Ensure that **Schema** is set to HR.
   * Set **Name** to ADD\_EVALUATION.

In the Parameters tab, click the **Add Column** icon ('plus' sign) and specify the first parameter of the procedure. Set **Name** toeval\_id, set **Type** to NUMBER, set **Mode** to IN, and leave **Default Value** empty.

Similarly, add the following parameters, in this order:

* + employee\_id: set **Type** to NUMBER, set **Mode** to IN, and leave **Default Value** empty.
  + evaluation\_date: set **Type** to DATE, set **Mode** to IN, and leave **Default Value** empty.
  + job\_id: set **Type** to VARCHAR2, set **Mode** to IN, and leave **Default Value** empty.
  + manager\_id: set **Type** to NUMBER, set **Mode** to IN, and leave **Default Value** empty
  + department\_id: set **Type** to NUMBER, set **Mode** to IN, and leave **Default Value** empty

Click **OK**.
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1. The ADD\_EVALUATION pane opens with the following code.

Note that the tile of the pane is in italic font, which indicates that the procedure is not saved in the database.

CREATE OR REPLACE

PROCEDURE ADD\_EVALUATION

( evaluation\_id IN NUMBER

, employee\_id IN NUMBER

, evaluation\_date IN DATE

, job\_id IN VARCHAR2

, manager\_id IN NUMBER

, department\_id IN NUMBER

) AS

BEGIN

NULL;

END ADD\_EVALUATION;

1. From the **File** menu, select **Save** to save the new procedures. Alternatively, use the **CTRL + S** key combination.

Note that Oracle Database automatically compiles procedures prior to saving them.
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Note that the tile of the add\_evaluation pane is in regular font, not italic; this indicates that the procedure is saved to the database

**To create a****function:**

You will create a new function calculate\_score, which calculates the weighted score based on the performance in a particular category.

1. In the Connections navigation hierarchy, right-click **Functions**.
2. Select **New Function**.

![Description of create_function_1.gif follows](data:image/gif;base64,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)  
In the New Function window, set the following parameters:

* + Ensure that **Schema** is set to HR.
  + Set **Name** to CALCULATE\_SCORE.

In the Parameters pane, set the **<return>** **Type** to NUMBER.

Similarly, add the following parameters, in this order:

* + cat: set **Type** to VARCHAR2, set **Mode** to IN, and leave **Default Value** empty.
  + score: set **Type** to NUMBER, set **Mode** to IN, and leave **Default Value** empty
  + weight: set **Type** to NUMBER, set **Mode** to IN, and leave **Default Value** empty

Click **OK**.
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1. The calculate\_score pane opens with the following code.

Note that the tile of the pane is in italic font, which indicates that the procedure is not saved in the database.

CREATE OR REPLACE

FUNCTION calculate\_score

( cat IN VARCHAR2

, score IN NUMBER

, weight IN NUMBER

) RETURN NUMBER AS

BEGIN

RETURN NULL;

END calculate\_score;

1. From the **File** menu, select **Save** to save the new function. Alternatively, use the **CTRL + S** key combination.

Note that Oracle Database automatically compiles functions prior to saving them.

Note that the tile of the calculate\_score pane is in regular font, not italic; this indicates that the procedure is saved to the database

**Modifying****Procedures and Functions**

You already created a new procedure and a new function. However, they both consist of only the subprogram signature. In this section, you will edit a subprogram body.

**To modify a****function:**

You will edit the function calculate\_score to determine the weighted value of an evaluation for a particular category.

1. In the calculate\_score pane, replace the body of the function with the following code. The new code is in bold font.
2. BEGIN
3. RETURN **score \* weight**;
4. END calculate\_score;
5. Compile and save the function; you may use the **CTRL + S** key combination.

**Testing****Procedures and Functions**

Next, you will test the function that you just modified.

**To test a****function:** You will test the function calculate\_score.

1. In the Connections navigator hierarchy, right-click the calculate\_score function. Select **Run**.
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1. In the Run PL/SQL window, click inside the PL/SQL Block pane, and edit the assignments for the score and weight variables. The new code is in bold font.
2. v\_Return := CALCULATE\_SCORE(
3. CAT => CAT,
4. SCORE => **8**,
5. WEIGHT => **0.2**
6. );

Click **OK**.

1. In the Running - Log pane, note the following results:
2. Connecting to the database hr\_conn.
3. v\_Return = 1.6
4. Process exited.
5. Disconnecting from the database hr\_conn.

**Dropping****Procedures and****Functions**

You can delete a procedure or function from the database using either the Connection Navigator, or the SQL DROP statement.

**To drop a procedure:**

You will drop the procedure ADD\_EVALUATION.

1. In the Connections navigator hierarchy, right-click the ADD\_EVALUATION function.

Select **Drop**.
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1. In the Drop window, click **Apply**.
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1. In the Confirmation dialog box, click **OK**.

You dropped the ADD\_EVALUATION procedure from the database.

**Creating and Using Packages**

In the preceding section, you created and tested procedures and functions that were schema objects. This approach can be useful for testing subsets or small features of your application.

Enterprise level applications have much greater complexity: some of the interfaces and types are directly available to user, while others are used only by ohter functions and procedures and are never called by the user. PL/SQL enables you to formally state the relationship between these subprograms by placing them in the same **package**, which is a schema object that groups and name-qualifies logically related elements such as PL/SQL types, variables, functions and procedures. Encapsulating these elements inside a package also prevents, over the life time of the applications, unintended consequences such as name capture that is discussed in ["Overview of Stored Procedures"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHGDECD).

Procedures and functions that are defined within a package are known as **packaged subprograms**. Procedures and functions that are nested within other subprograms or within a PL/SQL block are called **local subprograms**; they exist only inside the enclosing block and cannot be referenced externally.

Another reason that standalone procedures and functions, like the ones in ["Creating and Using Standalone Procedures and Functions"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHCHIDB), are limited to large-scale development is that they can only send and receive scalar parameters (NUMBER, VARCHAR2, and DATE), but cannot use a composite structure, RECORD, unless it is defined in a package specification.

Packages usually have two parts: a specification and a body.

The package is defined by the **package specification**, which declares the types, variables, constants, exceptions, cursors, functions and procedures that can be referenced from outside of the package. The specification is the interface to the package. Applications that call the subprograms in a package only need to know the names and parameters from the package specification.

The standard package specification has this form:

CREATE OR REPLACE PACKAGE *package\_name* AS

*type definitions for records,* *index-by* *tables*

*constants*

*exceptions*

*global variable declarations*

procedure *procedure\_1*(*arg1*, ...);

...

function *function\_1*(*arg1*,...) return *datat\_ype*;

...

END *package\_name*;

The **package body** contains the code that implements these subprograms, the code for all private subprograms that can only be invoked from within the package, and the queries for the cursors. You can change the implementation details inside the package body without invalidating the calling applications.

The package body has this form:

CREATE OR REPLACE PACKAGE BODY *package\_name* AS

PROCEDURE *procedure\_1*(*arg1*,...) IS

BEGIN

...

EXCEPTION

...

END *procedure\_1*;

...

FUNCTION *function\_1*(*arg1*,...) RETURN *data\_type* IS *result\_variable* *data\_type*

BEGIN

...

RETURN *result\_variable*;

EXCEPTION

...

END *function\_1*;

...

END *package\_name*;

**Guidelines for Packages**

You should become familiar with the packages supplied with Oracle Database and avoid writing code that duplicates existing features.

You should design and define the package specification before writing the implementation in the package body. In the specification, include only those parts that must be publicly visible to calling programs, and hide private declarations within the package body. This prevents unsafe dependencies of other programs on your implementation details.

Because PL/SQL has a single-pass compiler, you may find that the dependencies between correct and valid subprograms within the package body prevent you from successfully compiling your package. You then need to declare these unknown subprograms near the top of the package body, and specify them later. For this reason, Oracle recommends that you add new elements at the end of the package specification or body to minimize possible invalidation of dependents.

**Creating a Package**

You will create a package that encapsulates all the functionality necessary to perform employee evaluations. After you create the package,["Modifying a Package"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHIEAGC) explains how you modify the package and to create the package body.

**To create a package in SQL Developer navigation hierarchy:**

1. In the Connections navigation hierarchy, right-click **Packages**.
2. Select **New Package**.
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1. In the Create PL/SQL Package dialog, set the following parameters:
   * Ensure that **Schema** is set to HR.
   * Set **Name** to EMP\_EVAL.

Click **OK**.
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2. The emp\_eval pane opens with the following code:
3. CREATE OR REPLACE PACKAGE emp\_eval AS
5. /\* TODO enter package declarations (types, exceptions, methods etc) here \*/
7. END emp\_eval;

Note that the title of the pane is in italic font, which indicates that the package is not saved to the database.

1. From the **File** menu, select **Save** to compile and save the new package. Alternatively, use the **CTRL + S** key combination.

In the Messages - Log pane, the system confirms that the package was created:

EMP\_EVAL Compiled.

Note that the title of the emp\_eval pane is in regular font, not italic; this indicates that the procedure is saved to the database.

[Example 4-1](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHFHIBJ) shows how to create a package directly in the SQL Worksheet.

***Example 4-1 Creating a******PL/SQL Package***

CREATE OR REPLACE PACKAGE eval AS

/\* package \*/

END eval;

The results of the script follow.

PACKAGE eval Compiled.

**Modifying a Package**

In this section, you will modify package emp\_eval.

**To change the package specification:**

You will change the package specification of emp\_eval by specifying some functions and procedures.

1. In the Connections navigation hierarchy, select Packages, and then right-click emp\_eval.
2. Select **Edit**.
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1. In the EMP\_EVAL pane, edit the package. The new code is in bold font.
2. create or replace
3. PACKAGE emp\_eval AS
4. **PROCEDURE eval\_department(department\_id IN NUMBER);**
5. **FUNCTION calculate\_score(evaluation\_id IN NUMBER**
6. **, performance\_id IN NUMBER)**
7. **RETURN NUMBER;**
8. END emp\_eval;
9. Compile the package specification.

You will see the following message that confirms that the package compiled correctly.

EMP\_EVAL Compiled.

**To create a package body:**

You will create a package body for emp\_eval by specifying some functions and procedures.

1. In the Connections navigation hierarchy, right-click emp\_eval.
2. Select **Create Body**.
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1. In the emp\_eval Body pane, you can see the automatically generated code for the package body.
2. CREATE OR REPLACE
3. PACKAGE BODY emp\_eval AS
5. PROCEDURE eval\_department(department\_id IN NUMBER) AS
6. BEGIN
7. /\* TODO implementation required \*/
8. NULL;
9. END eval\_department;
11. FUNCTION calculate\_score(evaluation\_id IN NUMBER
12. , performance\_id IN NUMBER)
13. RETURN NUMBER AS
14. BEGIN
15. /\* TODO implementation required \*/
16. RETURN NULL;
17. END calculate\_score;
18. END emp\_eval;
19. Compile and save the package body.

You will see the following message that confirms that the package body compiled correctly.

EMP\_EVAL Body Compiled.

**Dropping a Package**

You can delete a package from the database either by using the Connections navigator hierarchy or the SQL DROP statement. When you drop a package, you remove from the database both the package specification and its package body.

**To drop a package:**

1. In the Connections navigator hierarchy, select Packages, and then right-click the EVAL package.
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3. In the Drop Package dialog, click **Apply**.
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1. In the Confirmation dialog, click **OK**.

**Using Variables and Constants**

One of the significant advantages that PL/SQL offers over SQL is its ability to use variables and constants in programming constructs.

A **variable** is defined by the user to hold a specified value of a particular data type. This value is mutable; it can change at runtime.

A **constant** holds a value that cannot be changed; the compiler ensures that this value is immutable and does not compile any code that could change it. You should use constants in your code instead of direct values because they will make it simpler to maintenance of your code base over time. When you declare all values that do not change as constants, this optimizes your compiled code.

**PL/SQL Data Types**

In addition to the SQL data types such as VARCHAR2, DATE, NUMBER, and so on, Oracle Database supports data types that you can use only through PL/SQL. These data types include BOOLEAN, composite data types such as RECORD, reference types such as REF CURSOR and INDEX BY TABLE, and numerous specialized types that represent numbers, characters, and date elements. One numeric type, PLS\_INTEGER, is especially useful because it performs binary integer arithmetic and has significant performance benefits. Note that these PL/SQL types cannot be used at the level of the schema (and therefore, in tables), but only for types and processes that are defined within a package.

**Using Variables and Constants**

Variables and constants can have any SQL or PL/SQL data type, and are declared in the declaration block of a subprogram. By default, any variable that is declared has a value of NULL. When defining a constant, you must use the CONSTANT clause, and assign a value immediately.

**Using Comments**

In PL/SQL, in-line comments start with a double hyphen, --, and extend to the end of the line. Multi-line comments must start with a slash and asterisk, /\*, and terminate with an asterisk and a slash, \*/.

**Using****Identifiers**

Identifiers name PL/SQL program units such as constants, variables, and subprograms. All identifiers must have at most 30 characters, and must start with a letter that is followed by any combination of letters, numerals, and the signs '$', '\_', and '#'. Other characters cannot be used in identifiers.

Note that because PL/SQL is not case-sensitive except in managing string and character literals, you can use uppercase and lowercase letters interchangeably. This means that an identifier last\_name is equivalent to LAST\_NAME. Declaring the second identifier generates an error.

You should use meaningful names for your variables and constants, and use a good naming convention. For example, you could start each constant name with 'cons\_'. Also, remember not to use reserved words as identifiers.

**Declaring Variables and Constants**

You will update the new function of the emp\_eval package, calculate\_score, which calculates the final score for the employee evaluation by combing all weighted scores in different categories.

**To declare variables and constants:**

1. In the Connections navigation hierarchy, click the plus sign (**+**) beside Packages to expand the group.
2. Click the 'plus' beside emp\_eval to expand the package.
3. Right-click **EMP\_EVAL Body**.
4. Select **Edit**.

emp\_eval Body pane appears.
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1. In the emp\_eval Body pane, modify function calculate\_score by adding variables and constants, as shown by the following code. New code is bold font.
2. FUNCTION calculate\_score(evaluation\_id IN NUMBER
3. , performance\_id IN NUMBER)
4. RETURN NUMBER AS
5. **n\_score NUMBER(1,0); -- a variable**
6. **n\_weight NUMBER; -- a variable**
7. **max\_score CONSTANT NUMBER(1,0) := 9; -- a constant limit check**
8. **max\_weight CONSTANT NUMBER(8,8) := 1; -- a constant limit check**
9. BEGIN
10. RETURN NULL;
11. END calculate\_score;
12. Use the key combination '**CTRL**'+'**S**' to save the updated package body.

The following message appears in the Messages-Log pane:

EMP\_EVAL Body Compiled

**Declaring Variables with Structure Identical to Database Columns**

In ["Declaring Variables and Constants"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHJDFCH), you modified function calculate\_score by adding two variables, n\_score and n\_weight. These variables will represent values from tables in the database: n\_score is stored in the scores table, and n\_weight is stored in theperformance\_parts table. The data types you used for these variables match the column data type definitions in the tables.

Over time, applications evolve and the column definitions may change; this may invalidate the calculate\_score function. For easier code maintenance, you should use special qualifiers that declare variables with data types that match the definitions of the appropriate columns and rows. These qualifiers are %TYPE and %ROWTYPE.

* The %TYPE attribute supplies the data type of a table column or another variable. This has the advantages of guaranteeing the correct data type assignment, and the correct implementation of the function at runtime if the data type of the table column changes.
* The %ROWTYPE attribute supplies the definition of a row in a table to a RECORD variable. Columns in a table row and the corresponding fields in a RECORD have the same names and data types. The advantages of using %ROWTYPE are the same as for%TYPE. See ["Using Composite Data Structures; Records"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHHCJDI) for a demonstration.

The following task shows how to use the %TYPE attribute in a function. You will edit the function calculate\_score to assign to variablesn\_score and n\_weight the data types that match the columns of the source tables. Note that the constants max\_score and max\_weight will be used to check equivalence to table values, so they too must match the table types.

**To use the %TYPE attribute:**

1. In the emp\_eval Body pane, modify function calculate\_score by changing the definition of the variables, as shown by the following code. New code is bold font.
2. FUNCTION calculate\_score(evaluation\_id IN **scores.evaluation\_id%TYPE**
3. , performance\_id IN **scores.performance\_id%TYPE**)
4. RETURN NUMBER AS
5. n\_score **scores.score%TYPE; -- from SCORES**
6. n\_weight **performance\_parts.weight%TYPE; -- from PERFORMANCE\_PARTS**
7. max\_score  **CONSTANT scores.score%TYPE := 9; -- a constant limit check**
8. max\_weight **CONSTANT performance\_parts.weight%TYPE := 1;**
9. **-- a constant limit check**
10. BEGIN
11. RETURN NULL;
12. END calculate\_score;
13. In the emp\_eval package specification, change the declaration of the function calculate\_score.
14. FUNCTION calculate\_score(evaluation\_id IN **scores.evaluation\_id%TYPE**
15. , performance\_id IN **scores.performance\_id%TYPE**)
16. RETURN NUMBER;
17. In the Connections navigation hierarchy, right-click the emp\_eval package, and select **Compile**. Alternatively, use the**Ctrl+Shift+F9** keyboard shortcut.

![Description of compile.gif follows](data:image/gif;base64,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)  
The following message appears in the Messages-Log pane:

EMP\_EVAL Body Compiled

**To use the %ROWTYPE attribute:**

Look at the code used in the eval\_department procedure in["Using Explicit Cursors"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHDCIIC) .

**Assigning Values to Variables**

You can assign values to a variable in three general ways: through the assignment operator, by selecting a value into the variable, or by binding a variable. This section covers the first two methods. Variable binding is described in 2 Day + guides for Application Express, Java, .NET, and PHP.

**Assigning Values with the Assignment Operator**

You can assign values to a variable both in the declaration and the body of a subprogram.

The following code shows the standard declaration of variables and constants. In procedures and functions, the declaration block does not use the DECLARE keyword; instead, it follows the AS keyword of the subprogram definition.

***Example 4-2 Assigning variable values in a declaration***

In the emp\_eval Body pane, modify function calculate\_score by adding a new variable running\_total. The value of running\_total is also the new return value of the function. You will set the initial value of the return variable to 0. Note that running\_total is declared as a general NUMBER because it will hold a product of two NUMBERs with different precision and scale. New code is bold font.

FUNCTION calculate\_score(evaluation\_id IN scores.evaluation\_id%TYPE

, performance\_id IN scores.performance\_id%TYPE)

RETURN NUMBER AS

n\_score scores.score%TYPE; -- from SCORES

n\_weight performance\_parts.weight%TYPE; -- from PERFORMANCE\_PARTS

**running\_total NUMBER := 0; -- used in calculations**

max\_score CONSTANT scores.score%TYPE := 9; -- a constant limit check

max\_weight CONSTANT performance\_parts.weight%TYPE:= 1;

-- a constant limit check

BEGIN

RETURN **running\_total**;

END calculate\_score;

Compile the emp\_eval Body.

You can also assign values to variables within the body of a subprogram. You will edit the function calculate\_score by using therunning\_total variable inside the body of the function to hold a value of an expression.

***Example 4-3 Assigning variable values in the body of a function***

In the emp\_eval Body pane, modify function calculate\_score by assigning to the running\_total variable the value of an expression, as shown by the following code. New code is bold font.

FUNCTION calculate\_score(evaluation\_id IN scores.evaluation\_id%TYPE

, performance\_id IN scores.performance\_id%TYPE)

RETURN NUMBER AS

n\_score scores.score%TYPE; -- from SCORES

n\_weight performance\_parts.weight%TYPE; -- from PERFORMANCE\_PARTS

running\_total NUMBER :=0; -- used in calculations

max\_score CONSTANT scores.score%TYPE := 9; -- a constant limit check

max\_weight CONSTANT performance\_parts.weight%TYPE:= 1;

-- a constant limit check

BEGIN

**running\_total := max\_score \* max\_weight;**

RETURN running\_total;

END calculate\_score;

Compile and save emp\_eval Body.

**Assigning Values from the Database**

The simplest possible assignment of a value is to use the assignment operator (**:=**) as you did for the variable running\_total in ["Assigning Values with the Assignment Operator"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHIBCCJ).

However, the purpose of function calculate\_score is to perform a calculation based on values stored in database tables. To use existing database values in a procedure, function, or package, you must assign these values to a variable by using a SELECT INTO statement. You can then use the variable in subsequent computations.

***Example 4-4 Assigning to a variable a values from the database***

In the emp\_eval Body pane, modify function calculate\_score by assigning the table values to the variables n\_score and n\_weight, and then assigning their product to the running\_total variable, as shown by the following code. New code is bold font.

FUNCTION calculate\_score(evaluation\_id IN scores.evaluation\_id%TYPE

, performance\_id IN scores.performance\_id%TYPE)

RETURN NUMBER AS

n\_score scores.score%TYPE; -- from SCORES

n\_weight performance\_parts.weight%TYPE; -- from PERFORMANCE\_PARTS

running\_total NUMBER := 0; -- used in calculations

max\_score CONSTANT scores.score%TYPE := 9; -- a constant limit check

max\_weight CONSTANT performance\_parts.weight%TYPE:= 1;

-- a constant limit check

BEGIN

**SELECT s.score INTO n\_score FROM scores s**

**WHERE evaluation\_id = s.evaluation\_id**

**AND performance\_id = s.performance\_id;**

**SELECT p.weight INTO n\_weight FROM** **performance\_parts p**

**WHERE performance\_id = p.performance\_id;**

running\_total := **n\_score \* n\_weight**;

RETURN running\_total;

END calculate\_score;

Compile and save emp\_eval Body.

Similarly, add a new add\_eval procedure for inserting new records into the evaluations table, based on the content of the corresponding row in the employees table. Note that add\_eval is using the sequence evaluations\_seq.

***Example 4-5 Creating a new******table row with values from another table***

In the emp\_eval Body pane, above the line END emp\_eval, add procedure add\_eval, which uses some columns from the employees table to insert rows into the evaluations table. Note also that you will create the local function add\_eval in the body of the emp\_eval package, but not declare it in the package specification. This means that add\_eval may be invoked only within the emp\_eval package, by another subprogram.

PROCEDURE add\_eval(employee\_id IN employees.employee\_id%TYPE, today IN DATE) AS

-- placeholders for variables

job\_id employees.job\_id%TYPE;

manager\_id employees.manager\_id%TYPE;

department\_id employees.department\_id%TYPE;

BEGIN

-- extracting values from employees for later insertion into evaluations

SELECT e.job\_id INTO job\_id FROM employees e

WHERE employee\_id = e.employee\_id;

SELECT e.manager\_id INTO manager\_id FROM employees e

WHERE employee\_id = e.employee\_id;

SELECT e.department\_id INTO department\_id FROM employees e

WHERE employee\_id = e.employee\_id;

-- inserting a new row of values into evaluations table

INSERT INTO evaluations VALUES (

evaluations\_seq.NEXTVAL, -- evaluation\_id

employee\_id, -- employee\_id

today, -- evaluation\_date

job\_id, -- job\_id

manager\_id, -- manager\_id

department\_id, -- department\_id

0); -- total\_score

END add\_eval;

Compile and save emp\_eval Body.

**Controlling Program Flow**

Control structures are the most powerful feature of the PL/SQL extension to SQL. They let you manipulate data and process it using conditional selection, iterative control, and sequential statements. Conditional selection is a situation where you may have different types of data values, and may need to perform different processing steps. Iterative control is a situation where you need to perform repetitive process steps on similar data. In general, all the lines of code in your programs run sequentially; sequential control means that you are choosing to execute an alternate labeled programming branch (GOTO statement).
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This section will only cover conditional selection and iterative program flow structures, such as IF...THEN...ELSE, CASE, FOR...LOOP,WHILE...LOOP, and LOOP...EXIT WHEN.

**Using Conditional Selection Control**

Conditional selection structures test an expression that evaluates to a BOOLEAN value TRUE or FALSE. Depending on the value, control structures execute the assigned sequence of statements. There are two general selection control mechanisms: IF...THEN...ELSE and its variations, and the CASE statement.

**Using IF...THEN...ELSE Selection Control**

The IF...THEN...ELSE statement runs a sequence of statements conditionally. If the test condition evaluates to TRUE, the program runs statements in the THEN clause. If the condition evaluates to FALSE, the program runs the statements in the ELSE clause. You can also use this structure for testing multiple conditions if you include the ELSIF keyword. The general form of the IF...THEN...[ELSIF]...ELSEstatement follows:

IF *condition\_1* THEN

...;

ELSIF *condition\_2* THEN -- optional

...;

ELSE -- optional

...;

END IF;

For example, the sample company could have a rule that an employee evaluation should be done twice a year (December 31 and June 30) in the first ten years of employment, but only once a year (December 31) subsequently. You could implement this rule in aneval\_frequency function that determines how many times in each year an evaluation should be performed by using the IF...THEN...ELSEclause on the value of the hire\_date column.

The function eval\_frequency uses the employees.hire\_date value to determine if evaluations should be performed once each year (over 10 years employment) or twice each year.

Note also that you will create the function eval\_frequency in the body of the emp\_eval package, but not declare it in the package specification. This means that eval\_frequency may be invoked only within the emp\_eval package, by another subprogram.

***Example 4-6 Using the IF... THEN...ELSE Selection Control***

In the emp\_eval Body pane, add eval\_frequency function immediately before the END emp\_eval; statement, as shown by the following code. The control structures are in bold font.

FUNCTION eval\_frequency (employee\_id IN employees.employee\_id%TYPE)

RETURN PLS\_INTEGER AS

hire\_date employees.hire\_date%TYPE; -- start of employment

today employees.hire\_date%TYPE; -- today's date

eval\_freq PLS\_INTEGER; -- frequency of evaluations

BEGIN

SELECT SYSDATE INTO today FROM DUAL; -- set today's date

SELECT e.hire\_date INTO hire\_date -- determine when employee started

FROM employees e

WHERE employee\_id = e.employee\_id;

**IF**((hire\_date + (INTERVAL '120' MONTH)) < today) **THEN**

eval\_freq := 1;

**ELSE**

eval\_freq := 2;

**END IF**;

RETURN eval\_freq;

END eval\_frequency;

Compile and save emp\_eval Body.

**Using CASE...WHEN Selection Control**

The CASE...WHEN construct is a good alternative to nested IF...THEN statements if the variable that determines the course of action has several possible values. The CASE evaluates a condition, and performs a different action for each possible value. Whenever possible, use the CASE...WHEN statement instead of IF...THEN, both for readability and efficiency. The general form of the CASE...WHEN construct follows:

CASE *condition*

WHEN *value\_1* THEN *expression\_1*;

WHEN *value\_2* THEN *expression\_2*;

...

ELSE *expression\_default*;

END CASE;

Suppose that in the make\_evaluation function from ["Using IF...THEN...ELSE Selection Control"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHIABFA), you wanted to notify the hr user if a long-time employee who holds one of a select positions should be considered for a salary raise. Depending on the value of employees.job\_id, the program logic should notify the user of the suggested salary raise.

Note that you will use the DBMS\_OUTPUT.PUT\_LINE procedure, described in [*Oracle Database PL/SQL Packages and Types Reference*](http://docs.oracle.com/cd/B28359_01/appdev.111/b28419/d_output.htm#ARPLS036).

***Example 4-7 Using******CASE...WHEN Conditional Control***

In the emp\_eval Body pane, edit eval\_frequency function to add a job\_id variable and a CASE statement that is based on the value of thejob\_id, as shown by the following code. New code is in bold font.

FUNCTION eval\_frequency (employee\_id IN employees.employee\_id%TYPE)

RETURN PLS\_INTEGER AS

hire\_date employees.hire\_date%TYPE; -- start of employment

today employees.hire\_date%TYPE; -- today's date

eval\_freq PLS\_INTEGER; -- frequency of evaluations

**job\_id employees.job\_id%TYPE; -- category of the job**

BEGIN

SELECT SYSDATE INTO today FROM DUAL; -- set today's date

SELECT e.hire\_date INTO hire\_date -- determine when employee started

FROM employees e

WHERE employee\_id = e.employee\_id;

IF((hire\_date + (INTERVAL '120' MONTH)) < today) THEN

eval\_freq := 1;

**/\* Suggesting salary increase based on position \*/**

**SELECT e.job\_id INTO job\_id FROM employees e**

**WHERE employee\_id = e.employee\_id;**

**CASE job\_id**

**WHEN 'PU\_CLERK' THEN DBMS\_OUTPUT.PUT\_LINE(**

**'Consider 8% salary increase for employee number ' || employee\_id);**

**WHEN 'SH\_CLERK' THEN DBMS\_OUTPUT.PUT\_LINE(**

**'Consider 7% salary increase for employee number ' || employee\_id);**

**WHEN 'ST\_CLERK' THEN DBMS\_OUTPUT.PUT\_LINE(**

**'Consider 6% salary increase for employee number ' || employee\_id);**

**WHEN 'HR\_REP' THEN DBMS\_OUTPUT.PUT\_LINE(**

**'Consider 5% salary increase for employee number ' || employee\_id);**

**WHEN 'PR\_REP' THEN DBMS\_OUTPUT.PUT\_LINE(**

**'Consider 5% salary increase for employee number ' || employee\_id);**

**WHEN 'MK\_REP' THEN DBMS\_OUTPUT.PUT\_LINE(**

**'Consider 4% salary increase for employee number ' || employee\_id);**

**ELSE DBMS\_OUTPUT.PUT\_LINE(**

**'Nothing to do for employee #' || employee\_id);**

**END CASE;**

ELSE

eval\_freq := 2;

END IF;

RETURN eval\_freq;

END eval\_frequency;

Compile and save emp\_eval Body.

**Using Iterative Control**

Iteration structures, or loops, execute a sequence of statements repeatedly. There are three basic types of loops, the FOR...LOOP, theWHILE...LOOP, and the LOOP...EXIT WHEN.

**Using the FOR...LOOP**

The FOR...LOOP repeats a sequence of steps a defined number of times and uses a counter variable that must be in the defined range of integers to run the loop. The loop counter is implicitly declared in the FOR...LOOP statement, and implicitly incremented every time the loop runs. Note that the value of the loop counter can be used within the body of the loop, but it cannot be changed programmatically. The FOR...LOOP statement has the following form:

FOR *counter* IN *integer\_1*..*integer\_2* LOOP

...

END LOOP;

Suppose that in addition to recommending that some employees receive a raise, as described in ["Using CASE...WHEN Selection Control"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHCFABG), function eval\_frequency prints how the salary for the employee would change over a set number of years if this increase in salary continued.

Note that you will use the DBMS\_OUTPUT.PUT procedure, described in [*Oracle Database PL/SQL Packages and Types Reference*](http://docs.oracle.com/cd/B28359_01/appdev.111/b28419/d_output.htm#ARPLS036).

***Example 4-8 Using FOR...LOOP iterative control***

In the emp\_eval Body pane, edit eval\_frequency function so that it uses the proposed salary increase (sal\_raise) that is assigned in theCASE block to print the proposed salary over a number of years, starting with the current salary, salary. The new code is in bold font.

FUNCTION eval\_frequency (employee\_id IN employees.employee\_id%TYPE)

RETURN PLS\_INTEGER AS

hire\_date employees.hire\_date%TYPE; -- start of employment

today employees.hire\_date%TYPE; -- today's date

eval\_freq PLS\_INTEGER; -- frequency of evaluations

job\_id employees.job\_id%TYPE; -- category of the job

**salary employees.salary%TYPE; -- current salary**

**sal\_raise NUMBER(3,3) := 0; -- proposed % salary increase**

BEGIN

SELECT SYSDATE INTO today FROM DUAL; -- set today's date

SELECT e.hire\_date INTO hire\_date -- determine when employee started

FROM employees e

WHERE employee\_id = e.employee\_id;

IF((hire\_date + (INTERVAL '120' MONTH)) < today) THEN

eval\_freq := 1;

/\* Suggesting salary increase based on position \*/

SELECT e.job\_id INTO job\_id FROM employees e

WHERE employee\_id = e.employee\_id;

**SELECT e.salary INTO salary FROM employees** e

**WHERE employee\_id = e.employee\_id;**

**CASE job\_id**

**WHEN 'PU\_CLERK' THEN sal\_raise := 0.08;**

**WHEN 'SH\_CLERK' THEN sal\_raise := 0.07;**

**WHEN 'ST\_CLERK' THEN sal\_raise := 0.06;**

**WHEN 'HR\_REP' THEN sal\_raise := 0.05;**

**WHEN 'PR\_REP' THEN sal\_raise := 0.05;**

**WHEN 'MK\_REP' THEN sal\_raise := 0.04;**

**ELSE NULL; -- job type does not match ones that should consider increases**

**END CASE;**

**/\* If a salary raise is not zero, print the salary schedule \*/**

**IF (sal\_raise != 0) THEN -- start code for salary schedule printout**

**BEGIN**

**DBMS\_OUTPUT.PUT\_LINE('If the salary ' || salary || ' increases by ' ||**

**ROUND((sal\_raise \* 100),0) ||**

'% each year over 5 years, it would be ');

**FOR loop\_c IN 1..5 LOOP**

**salary := salary \* (1 + sal\_raise);**

**DBMS\_OUTPUT.PUT (ROUND(salary,2) ||', ');**

**END LOOP;**

**DBMS\_OUTPUT.PUT\_LINE('in successive years.');**

**END;**

**END IF;**

ELSE

eval\_freq := 2;

END IF;

RETURN eval\_freq;

END eval\_frequency;

Compile the emp\_eval Body.

**Using the****WHILE...LOOP**

The WHILE...LOOP repeats as long as a condition holds TRUE. The condition evaluates at the top of each loop and if TRUE, the statements in the body of the loop run. If the condition is FALSE or NULL, the control passes to the next statement after the loop. The general form of theWHILE...LOOP control structure follows.

WHILE *condition* LOOP

...

END LOOP;

Note that the WHILE...LOOP may run indefinatelly, so use it with care.

Suppose that the EVAL\_FREQUENCY function in ["Using the FOR...LOOP"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHJFEHH) uses the WHILE...LOOP instead of the FOR...LOOP, and terminates after the proposed salary reaches the upper salary limit for the job\_id.

***Example 4-9 Using WHILE...LOOP Iterative Control***

In the emp\_eval Body pane, edit eval\_frequency function so that it uses the proposed salary increase (sal\_raise) that is assigned in theCASE block to print the proposed salary over a number of years and stops when it reaches the maximum level possible for the job\_id. The new code is in bold font.

FUNCTION eval\_frequency (employee\_id IN employees.employee\_id%TYPE)

RETURN PLS\_INTEGER AS

hire\_date employees.hire\_date%TYPE; -- start of employment

today employees.hire\_date%TYPE; -- today's date

eval\_freq PLS\_INTEGER; -- frequency of evaluations

job\_id employees.job\_id%TYPE; -- category of the job

salary employees.salary%TYPE; -- current salary

sal\_raise NUMBER(3,3) := 0; -- proposed % salary increase

**sal\_max jobs.max\_salary%TYPE; -- maximum salary for a job**

BEGIN

SELECT SYSDATE INTO today FROM DUAL; -- set today's date

SELECT e.hire\_date INTO hire\_date -- determine when employee started

FROM employees e

WHERE employee\_id = e.employee\_id;

IF((hire\_date + (INTERVAL '120' MONTH)) < today) THEN

eval\_freq := 1;

/\* Suggesting salary increase based on position \*/

SELECT e.job\_id INTO job\_id FROM employees e

WHERE employee\_id = e.employee\_id;

SELECT e.salary INTO salary FROM employees e

WHERE employee\_id = e.employee\_id;

**SELECT j.max\_salary INTO sal\_max FROM jobs j**

**WHERE job\_id = j.job\_id;**

CASE job\_id

WHEN 'PU\_CLERK' THEN sal\_raise := 0.08;

WHEN 'SH\_CLERK' THEN sal\_raise := 0.07;

WHEN 'ST\_CLERK' THEN sal\_raise := 0.06;

WHEN 'HR\_REP' THEN sal\_raise := 0.05;

WHEN 'PR\_REP' THEN sal\_raise := 0.05;

WHEN 'MK\_REP' THEN sal\_raise := 0.04;

ELSE NULL;

END CASE;

/\* If a salary raise is not zero, print the salary schedule \*/

IF (sal\_raise != 0) THEN -- start code for salary schedule printout

BEGIN

DBMS\_OUTPUT.PUT\_LINE('If the salary ' || salary || ' increases by ' ||

ROUND((sal\_raise \* 100),0) ||

**'% each year, it would be ');**

**WHILE salary <= sal\_max LOOP**

salary := salary \* (1 + sal\_raise);

DBMS\_OUTPUT.PUT (ROUND(salary,2) ||', ');

END LOOP;

DBMS\_OUTPUT.PUT\_LINE('in successive years.');

END;

END IF;

ELSE

eval\_freq := 2;

END IF;

RETURN eval\_freq;

END eval\_frequency;

**Using the****LOOP...EXIT WHEN**

The LOOP...EXIT WHEN structure enables you to exit the loop if further processing is undesirable. If the EXIT WHEN condition evaluates toTRUE, the loop exits and control passes to the next statement.

The eval\_frequency function in ["Using the WHILE...LOOP"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHFHAGC) uses the WHILE...LOOP. Note that the last computed value may (and typically does) exceed the maximum possible value for a salary in the last iteration of the loop. If you use the LOOP\_EXIT WHEN construct instead of the WHILE...LOOP, you can have finer control for terminating the loop.

***Example 4-10 Using LOOP...EXIT WHEN Iterative Control***

In the emp\_eval Body pane, edit eval\_frequency function so that it uses the proposed salary increase (sal\_raise) that is assigned in theCASE block to print the proposed salary over a number of years and stops when it reaches the maximum level possible for the job\_id. The new code is in bold font.

FUNCTION eval\_frequency (employee\_id IN employees.employee\_id%TYPE)

RETURN PLS\_INTEGER AS

hire\_date employees.hire\_date%TYPE; -- start of employment

today employees.hire\_date%TYPE; -- today's date

eval\_freq PLS\_INTEGER; -- frequency of evaluations

job\_id employees.job\_id%TYPE; -- category of the job

salary employees.salary%TYPE; -- current salary

sal\_raise NUMBER(3,3) := 0; -- proposed % salary increase

sal\_max jobs.max\_salary%TYPE; -- maximum salary for a job

BEGIN

SELECT SYSDATE INTO today FROM DUAL; -- set today's date

SELECT e.hire\_date INTO hire\_date -- determine when employee started

FROM employees e

WHERE employee\_id = e.employee\_id;

IF((hire\_date + (INTERVAL '120' MONTH)) < today) THEN

eval\_freq := 1;

/\* Suggesting salary increase based on position \*/

SELECT e.job\_id INTO job\_id FROM employees e

WHERE employee\_id = e.employee\_id;

SELECT e.salary INTO salary FROM employees e

WHERE employee\_id = e.employee\_id;

SELECT j.max\_salary INTO sal\_max FROM jobs j

WHERE job\_id = j.job\_id;

CASE job\_id

WHEN 'PU\_CLERK' THEN sal\_raise := 0.08;

WHEN 'SH\_CLERK' THEN sal\_raise := 0.07;

WHEN 'ST\_CLERK' THEN sal\_raise := 0.06;

WHEN 'HR\_REP' THEN sal\_raise := 0.05;

WHEN 'PR\_REP' THEN sal\_raise := 0.05;

WHEN 'MK\_REP' THEN sal\_raise := 0.04;

ELSE NULL;

END CASE;

/\* If a salary raise is not zero, print the salary schedule \*/

IF (sal\_raise != 0) THEN -- start code for salary schedule printout

BEGIN

DBMS\_OUTPUT.PUT\_LINE('If the salary ' || salary || ' increases by ' ||

ROUND((sal\_raise \* 100),0) ||

'% each year, it would be ');

**LOOP**

salary := salary \* (1 + sal\_raise);

**EXIT WHEN salary > sal\_max;**

DBMS\_OUTPUT.PUT (ROUND(salary,2) ||', ');

END LOOP;

DBMS\_OUTPUT.PUT\_LINE('in successive years.');

END;

END IF;

ELSE

eval\_freq := 2;

END IF;

RETURN eval\_freq;

END eval\_frequency;

**Using Composite Data Structures; Records**

A composite data structure, or a **record,** is a group of related data items stored in fields, each with its own name and data type. You can think of a record as a variable that can hold a table row, or some columns from a table row. The fields correspond to table columns. The record structure is very efficient for passing related items to a subprogram as a single parameter, and for effectively using related fields from different tables during run time.

You must define a RECORD as a type, and access its fields through the point notation. The general form for defining and using a record follows:

TYPE *record\_name* IS RECORD( -- define record type

*field\_1* *data\_type*, -- define fields in record

...

*field\_n* *data\_type*);

...

*variable\_name record\_name*; -- define variable of new type

...

BEGIN

...

...*variable\_name.field1*...; -- use fields of new variable

...*variable\_name.fieldn*...;

...

END...;

In the eval\_frequency function from ["Using the LOOP...EXIT WHEN"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHDJAGA), you used several related parameters. You can use the RECORDconstruct to combine some of these items into a single parameter.

You will create a type that will contain the upper and lower limits for a job specification.

**To create a RECORD type:**

1. In the Connections navigation hierarchy, click the plus sign (**+**) beside Packages to expand the group.
2. Right-click **EMP\_EVAL**.
3. Select **Edit**.

The emp\_eval pane appears. It shows the specification of the emp\_eval package.

1. In the emp\_eval package specification, immediately before the closing line of the package specification, END emp\_eval, enter the definition of a record type sal\_info, which contains the fields necessary for evaluating salary levels.
2. TYPE sal\_info IS RECORD -- type for salary, limits, raises, and adjustments
3. ( job\_id jobs.job\_id%type
4. , sal\_min jobs.min\_salary%type
5. , sal\_max jobs.max\_salary%type
6. , salary employees.salary%type
7. , sal\_raise NUMBER(3,3) );
8. Compile and save emp\_eval.

The following message appears in the Messages-Log pane:

EMP\_EVAL Compiled

Once you declare a new RECORD type in the package specification, you can use it inside the package body to declare variables of that type. You will create a new procedure, salary\_schedule, and invoke it from the eval\_frequency function using a variable of type sal\_info.

Note that PL/SQL compilation is a single path process; if a subprogram is declared after its client subprogram, PL/SQL compiler throws an error. To work around this situation, you could declare all the subprograms that are not already declared in the package specification at the top of the package body. The definition of the subprogram can be anywhere within the package body. See step [2](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHEHDHE) in the following task on instructions for declaring function eval\_frequency and procedures salary\_schedule and add\_eval.

**To use a****RECORD type:**

1. In the emp\_eval Body pane, add the definition of the salary\_schedule procedure immediately before the END emp\_eval statement, as shown by the following code. Note that this code is similar to the content of the BEGIN...END block in eval\_frequency that executes if the salary raise is nonzero.
2. PROCEDURE salary\_schedule(emp IN sal\_info) AS
3. accumulating\_sal NUMBER; -- accumulator
4. BEGIN
5. DBMS\_OUTPUT.PUT\_LINE('If the salary of ' || emp.salary ||
6. ' increases by ' || ROUND((emp.sal\_raise \* 100),0) ||
7. '% each year, it would be ');
8. accumulating\_sal := emp.salary; -- assign value of sal to accumulator
9. WHILE accumulating\_sal <= emp.sal\_max LOOP
10. accumulating\_sal := accumulating\_sal \* (1 + emp.sal\_raise);
11. DBMS\_OUTPUT.PUT (ROUND( accumulating\_sal,2) ||', ');
12. END LOOP;
13. DBMS\_OUTPUT.PUT\_LINE('in successive years.');
14. END salary\_schedule;
15. In the emp\_eval Body pane, near the top of the emp\_eval body definition, enter declarations for eval\_frequency andsalary\_schedule. New code is in bold font.
16. create or replace
17. PACKAGE BODY emp\_eval AS
18. /\* local subprogram declarations \*/
19. **FUNCTION eval\_frequency (employee\_id employees.employee\_id%TYPE) RETURN NUMBER;**
20. **PROCEDURE salary\_schedule(emp IN sal\_info);**
21. **PROCEDURE add\_eval(employee\_id IN NUMBER, today IN DATE);**
23. /\* subprogram definition \*/
24. PROCEDURE eval\_department (dept\_id IN NUMBER) AS
25. ...
26. In the emp\_eval Body pane, edit eval\_frequency function so that it uses the new sal\_info type as variable emp\_sal, populates its fields, and invokes salary\_schedule. Note that the code that was previously executed if the salary raise was nonzero is no longer part of this function; it has been incorporated into the salary\_schedule procedure. Note also that the declarations at the top of the functions changed. New code is in bold font.
27. FUNCTION eval\_frequency (employee\_id employees.employee\_id%TYPE)
28. RETURN PLS\_INTEGER AS
29. hire\_date employees.hire\_date%TYPE; -- start of employment
30. today employees.hire\_date%TYPE; -- today's date
31. eval\_freq PLS\_INTEGER; -- frequency of evaluations
32. **emp\_sal SAL\_INFO; -- record for fields associated**
33. **-- with salary review**
34. BEGIN
35. SELECT SYSDATE INTO today FROM DUAL; -- set today's date
36. SELECT e.hire\_date INTO hire\_date -- determine when employee started
37. FROM employees e
38. WHERE employee\_id = e.employee\_id;
40. IF((hire\_date + (INTERVAL '120' MONTH)) < today) THEN
41. eval\_freq := 1;
43. **/\* populate emp\_sal \*/**
44. **SELECT e.job\_id INTO emp\_sal.job\_id FROM employees e**
45. **WHERE employee\_id = e.employee\_id;**
46. **SELECT j.min\_salary INTO emp\_sal.sal\_min FROM jobs j**
47. **WHERE emp\_sal.job\_id = j.job\_id;**
48. **SELECT j.max\_salary INTO emp\_sal.sal\_max FROM jobs j**
49. **WHERE emp\_sal.job\_id = j.job\_id;**
50. **SELECT e.salary INTO emp\_sal.salary FROM employees e**
51. **WHERE employee\_id = e.employee\_id;**
52. **emp\_sal.sal\_raise := 0; -- default**
54. CASE **emp\_sal.**job\_id
55. WHEN 'PU\_CLERK' THEN **emp\_sal.**sal\_raise := 0.08;
56. WHEN 'SH\_CLERK' THEN **emp\_sal.**sal\_raise := 0.07;
57. WHEN 'ST\_CLERK' THEN **emp\_sal.**sal\_raise := 0.06;
58. WHEN 'HR\_REP' THEN **emp\_sal.**sal\_raise := 0.05;
59. WHEN 'PR\_REP' THEN **emp\_sal.**sal\_raise := 0.05;
60. WHEN 'MK\_REP' THEN **emp\_sal.**sal\_raise := 0.04;
61. ELSE NULL;
62. END CASE;
64. /\* If a salary raise is not zero, print the salary schedule \*/
65. **IF (emp\_sal.sal\_raise != 0) THEN salary\_schedule(emp\_sal);**
66. END IF;
68. ELSE
69. eval\_freq := 2;
70. END IF;
72. RETURN eval\_freq;
73. END eval\_frequency;
74. Compile and save emp\_eval Body.

The following message appears in the Messages - Log pane:

EMP\_EVAL Body Compiled

**Retrieving Data from a Set Using Cursors and Cursor Variables**

A **cursor** is a type of pointer that is built into PL/SQL for querying the database, retrieving a set of records (a **result set**), and enabling the developer to access these records one row at a time. A cursor is a handle or a name for a private in-memory SQL area that holds a parsed statement and related information. Oracle Database implicitly manages cursors. However, there are a few interfaces that enable you to use cursors explicitly, as a named resource within a program to more effectively parse embedded SQL statements. The two main types of cursors are therefore defined as:

* **Implicit cursors** can be used in PL/SQL without explicit code to process the cursor itself. A result set that is returned by the cursors can be used programmatically, but there is no programmatic control over the cursor itself.
* **Explicit cursors** allow you to programmatically manage the cursor, and give you a detailed level of control over record access in the result set.

Each user session may have many open cursors, up to the limit set by the initialization parameter OPEN\_CURSORS, which is 50 by default. You should ensure that your applications close cursors to conserve system memory. If a cursor cannot be opened because theOPEN\_CURSORS limit is reached, contact the database administrator to alter the OPEN\_CURSORS initialization parameter.

**Using Explicit Cursors**

The implicit cursor, such as in a FOR...LOOP, are generally more efficient than an explicit cursor. However, explicit cursors may be more appropriate for your program, and they also allow you to manage specific in-memory areas as a named resource.

An explicit cursor has the attributes described in the following table:

| **Cursor Attribute** | **Description** |
| --- | --- |
| %NOTFOUND | Returns TRUE or FALSE, based on the results of the last fetch. |
| %FOUND | Returns TRUE or FALSE, based on the results of the last fetch; negation of the %NOTFOUND results. |
| %ROWCOUNT | Returns the number of rows fetched. Can be called at any time after the first fetch. Also returns the number of rows affected from UPDATE and DELETE statements. |
| %ISOPEN | Returns TRUE if a cursor is still open. |

An explicit cursor must be defined as a variable of the same type as the columns it fetches; the data type of the record is derived from the cursor definition. Explicit cursors must be opened and may then retrieve rows within a LOOP...EXIT WHEN structure and then closed. The general form for using cursors follows:

DECLARE

CURSOR *cursor\_name* *type* IS *query\_definition*;

OPEN *cursor\_name*

LOOP

FETCH *record*;

EXIT WHEN *cursor\_name*%NOTFOUND;

...; -- process fetched row

END LOOP;

CLOSE *cursor\_name*;

This is what happens during the life time of a cursor:

* The OPEN statement parses the query identified by the cursor, binds the inputs, and ensures that you can successfully fetch records from the result set.
* The FETCH statement runs the query, and then finds and retrieves the matching rows. You will need to define and use local variables as buffers for the data returned by the cursor, and then process the specific record.
* The CLOSE statement completes cursor processing and closes the cursor. Note that once a cursor is closed you cannot retrieve additional records from the result set.

You can implement procedure eval\_department, which you declared in ["Creating a Package"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHHDBFE), using a cursor for each employee record that matches the query.

***Example 4-11 Using a cursor to retrieve rows form a result set***

The cursor emp\_cursor fetches individual rows from the result set. Depending on the value of the eval\_frequency function for each row and the time of the year that the eval\_department procedure runs, a new evaluation record is created for the employee by invoking theadd\_eval procedure. Note that the buffer variable, emp\_record, is defined as a %ROWTYPE.

In the emp\_eval package specification, edit the declaration of procedure eval\_department:

PROCEDURE eval\_department(department\_id IN employees.department\_id%TYPE);

In the emp\_eval Body pane, edit eval\_department procedure.

PROCEDURE eval\_department(department\_id IN employees.department\_id%TYPE) AS

-- declaring buffer variables for cursor data

emp\_record employees%ROWTYPE;

-- declaring variable to monitor if all employees need evaluations

all\_evals BOOLEAN;

-- today's date

today DATE;

-- declaring the cursor

CURSOR emp\_cursor IS SELECT \* FROM employees e

WHERE department\_id = e.department\_id;

BEGIN

-- determine if all evaluations must be done or just for newer employees;

-- this depends on time of the year

today := SYSDATE;

IF (EXTRACT(MONTH FROM today) < 6) THEN all\_evals := FALSE;

ELSE all\_evals := TRUE;

END IF;

OPEN emp\_cursor;

-- start creating employee evaluations in a specific department

DBMS\_OUTPUT.PUT\_LINE('Determining evaluations necessary in department # ' ||

department\_id);

LOOP

FETCH emp\_cursor INTO emp\_record; -- getting specific record

EXIT WHEN emp\_cursor%NOTFOUND; -- all records are been processed

IF all\_evals THEN

add\_eval(emp\_record.employee\_id, today); -- create evals for all

ELSIF (eval\_frequency(emp\_record.employee\_id) = 2) THEN

add\_eval(emp\_record.employee\_id, today); -- create evals; newer employees

END IF;

END LOOP;

DBMS\_OUTPUT.PUT\_LINE('Processed ' || emp\_cursor%ROWCOUNT || ' records.');

CLOSE emp\_cursor;

END eval\_department;

Compile the emp\_eval package specification, and then the emp\_eval Body.

The following message appears in the Messages-Log panes:

EMP\_EVAL Body Compiled

**Using Cursor Variables: REF Cursors**

Cursors are static, as they are defined by the queries that create them. In some cases, the queries themselves are created at runtime. A cursor variable, known as a REF CURSOR, is more flexible than a cursor because it is independent of a specific query. It can be opened for a query, can process the result set, and can be re-used for a query that returns the same set of columns. This also makes REF CURSORs ideal for passing results of a query between subprograms.

REF CURSORS can be declared with a return type that specifies the form of the result set (strongly typed), or without a return type to retrieve any result set (weakly-typed). Oracle recommends that you declare a REF CURSOR with a return type as it is less prone to error because of its strong association with correctly formulated queries. If you need a more flexible cursor that may be associated with several interchangeable types, use the predefined type SYS\_REFCURSOR.

The general form for using a REF CURSORs follows.

DECLARE

TYPE *cursor\_type* IS REF CURSOR RETURN *return\_type*;

*cursor\_variable cursor\_type*;

*single\_record return\_type*;

OPEN *cursor\_variable* FOR *query\_definition*;

LOOP

FETCH *record*;

EXIT WHEN *cursor\_name*%NOTFOUND;

...; -- process fetched row

END LOOP;

CLOSE *cursor\_name*;

This is what happens during the life time of a REF CURSOR and a cursor variable:

* The REF CURSOR type [with a return type] is declared.
* The cursor variable that matches the cursor type is declared.
* The variable for processing individual rows of the result set is declared; its type must be the same as the return type of the REF CURSOR type definition.
* The OPEN statement parses the query to the cursor variable.
* The FETCH statement inside the loop runs the query, and retrieves the matching rows into the local variable of the same type as the return type of the REF CURSOR for further processing.
* The CLOSE statement completes cursor processing and closes the REF CURSOR.

In ["Using Explicit Cursors"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHDCIIC), the procedure eval\_department retrieves a result set, processes it using a cursor, closes the cursor, and ends. If you declare the cursor as a REF CURSOR type, you could modify it to process more departments (for example, three consecutive departments) by re-using the cursor.

Note that the fetching loop is part of the new eval\_fetch\_control procedure, that uses the cursor variable as input. This has an additional benefit of separating the processing of the result set from the definition of the query. You could write a procedure (eval\_everyone) that initiates evaluations for all employees in the company, not just on a department basis.

Note also that eval\_department uses a single field of a record to call procedure add\_eval, which runs three separate queries on the same record. This is very inefficient; you will re-write the add\_eval to use the entire record buffer of the REF CURSOR.

**To use a REF CURSOR:**

1. In the emp\_eval specification, add the REF CURSOR type definition, emp\_refcursor\_type. The type is defined at package level for visibility for all subprograms. Also add a declaration for procedure eval\_everyone. The new code is in bold font.
2. create or replace
3. PACKAGE emp\_eval AS
4. PROCEDURE eval\_department (department\_id IN employees.department\_id%TYPE);
5. **PROCEDURE eval\_everyone;**
6. FUNCTION calculate\_score(eval\_id IN scores.evaluation\_id%TYPE
7. , perf\_id IN scores.performance\_id%TYPE)
8. RETURN NUMBER;
9. TYPE SAL\_INFO IS RECORD -- type for salary, limits, raises, and adjustments
10. ( job\_id jobs.job\_id%type
11. , sal\_min jobs.min\_salary%type
12. , sal\_max jobs.max\_salary%type
13. , salary employees.salary%type
14. , sal\_raise NUMBER(3,3));
16. **TYPE emp\_refcursor\_type IS REF CURSOR RETURN employees%ROWTYPE;**
17. **-- the REF CURSOR type for result set fetches**
18. END emp\_eval;
19. In the emp\_eval Body pane, add a forward declaration for procedure eval\_loop\_control and edit the declaration of procedureadd\_eval. New code is in bold font.
20. CREATE OR REPLACE PACKAGE BODY emp\_eval AS
21. /\* local subprogram declarations \*/
22. FUNCTION eval\_frequency (employee\_id IN employees.employee\_id%TYPE)
23. RETURN NUMBER;
24. PROCEDURE salary\_schedule(emp IN sal\_info);
25. **PROCEDURE add\_eval(emp\_record IN employees%ROWTYPE, today IN DATE);**
26. **PROCEDURE eval\_loop\_control(emp\_cursor IN emp\_refcursor\_type);**
27. ...
28. In the emp\_eval Body pane, edit eval\_department procedure to retrieve three separate result sets based on the department, and to call the eval\_loop\_control procedure.
29. PROCEDURE eval\_department(department\_id IN employees.department\_id%TYPE) AS
30. **-- declaring the REF CURSOR**
31. **emp\_cursor emp\_refcursor\_type;**
32. **department\_curr departments.department\_id%TYPE;**
34. BEGIN
35. **department\_curr := department\_id; -- starting with the first department**
36. **FOR loop\_c IN 1..3 LOOP**
37. **OPEN emp\_cursor FOR**
38. **SELECT \***
39. **FROM employees e**
40. **WHERE department\_curr = e.department\_id;**
41. **-- create employee evaluations is specific departments**
42. DBMS\_OUTPUT.PUT\_LINE('Determining necessary evaluations in department #' ||
43. department\_curr);
44. **eval\_loop\_control(emp\_cursor); -- call to process the result set**
45. **DBMS\_OUTPUT.PUT\_LINE('Processed ' || emp\_cursor%ROWCOUNT || ' records.');**
46. **CLOSE emp\_cursor;**
47. **department\_curr := department\_curr + 10;**
48. **END LOOP;**
49. END eval\_department;
50. In the emp\_eval Body pane, edit add\_eval procedure to use the entire retrieved record of employee%ROWTYPE, instead of anemployee\_id. Note that you no longer need any declarations at the beginning of the procedure.
51. PROCEDURE add\_eval(**emp\_record IN employees%ROWTYPE**, today IN DATE) AS
52. BEGIN
53. -- inserting a new row of values into evaluations table
54. INSERT INTO evaluations VALUES (
55. evaluations\_seq.NEXTVAL, -- evaluation\_id
56. **emp\_record.employee\_id, -- employee\_id**
57. today, -- evaluation\_date
58. **emp\_record.job\_id, -- job\_id**
59. **emp\_record.manager\_id, -- manager\_id**
60. **emp\_record.department\_id, -- department\_id**
61. 0); -- total\_score
63. END add\_eval;
64. Towards the end of code in the emp\_eval Body pane, add eval\_loop\_control procedure to fetch the individual records from the result set and to process them. Note that much of this code is from an earlier definition of the eval\_department procedure in ["Using Explicit Cursors"](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHDCIIC). New structures are in bold font.
65. **PROCEDURE eval\_loop\_control(emp\_cursor IN emp\_refcursor\_type) AS**
66. -- declaring buffer variable for cursor data
67. emp\_record employees%ROWTYPE;
68. -- declaring variable to monitor if all employees need evaluations
69. all\_evals BOOLEAN;
70. -- today's date
71. today DATE;
72. BEGIN
73. -- determine if all evaluations must be done or just for newer employees;
74. -- this depends on time of the year
75. today := SYSDATE;
77. IF (EXTRACT(MONTH FROM today) < 6) THEN
78. all\_evals := FALSE;
79. ELSE all\_evals := TRUE;
80. END IF;
81. LOOP
82. FETCH emp\_cursor INTO emp\_record; -- getting specific record
83. EXIT WHEN emp\_cursor%NOTFOUND; -- all records are been processed
84. IF all\_evals THEN
85. **add\_eval(emp\_record, today); -- create evaluations for all**
86. ELSIF (eval\_frequency(emp\_record.employee\_id) = 2) THEN
87. **add\_eval(emp\_record, today);** -- create evaluations for newer employees
88. END IF;
89. END LOOP;
90. **END eval\_loop\_control;**
91. In the emp\_eval Body pane, add eval\_everyone procedure, which retrieves a result set that contains all employees in the company. Note that its code is similar to that of procedure eval\_department in Step [3](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHCCIHH).
92. PROCEDURE eval\_everyone AS
93. -- declaring the REF CURSOR type
94. emp\_cursor emp\_refcursor\_type;
95. BEGIN
96. OPEN emp\_cursor FOR SELECT \* FROM employees;
97. -- start creating employee evaluations in a specific department
98. DBMS\_OUTPUT.PUT\_LINE('Determining the number of necessary evaluations');
99. eval\_loop\_control(emp\_cursor); -- call to process the result set
100. DBMS\_OUTPUT.PUT\_LINE('Processed ' || emp\_cursor%ROWCOUNT || ' records.');
101. CLOSE emp\_cursor;
102. END eval\_everyone;
103. In the emp\_eval pane, compile and save emp\_eval specification.

The following message appears in the Messages-Log pane:

EMP\_EVAL Compiled

1. In the emp\_eval body pane, compile and save emp\_eval body.

The following message appears in the Messages-Log pane:

EMP\_EVAL Body Compiled

**Using Collections;****Index-By****Tables**

Another group of user-defined datatypes available in PL/SQL is a **collection**, which is Oracle's version of one-dimensional arrays. A collection is a data structure that can hold a number of rows of data in a single variable. In contrast to a record, which holds only one row of data of different types, the data in a collection must be of the same type. In other programming languages, the types of structures represented by collections are called **arrays**.

Collections are used to maintain lists of information and can significantly improve your application's performance because they allow direct access to their elements. There are three types of collection structures: index-by tables, nested tables, and variable arrays.

* An **index-by****table** is the most flexible and generally best-performing collection type for use inside PL/SQL programs.
* A **nested****table** is appropriate for large collections that an application stores and retrieves in portions.
* A **VARRAY** is appropriate for small collections that the application stores and retrieves in their entirety.

In this discussion, we will limit ourselves to index-by tables.

Index-by tables are also known as associative arrays, or sets of key-value pairs where each key is unique and is used to locate a corresponding value in the array. This key, or index, can be either an integer or a string.

Associative arrays represent data sets of arbitrary size that allow access to individual elements without knowledge of its relative position within the array, and without having to loop through all array elements.

For simple temporary storage of lookup data, associative arrays allow you to store data in memory, without using the disk space and network operations required for SQL tables. Because associative arrays are intended for temporary rather than persistent data storage, you cannot use them with SQL statements such as INSERT and SELECT INTO. You can, however, make them persistent for the life of a database session by declaring the type in a package and assigning the values in a package body.

Assigning a value using a key for the first time adds that key to the associative array. Subsequent assignments using the same key update the same entry. It is important to choose a key that is unique, such as a primary key of a database table, a result of a good numeric hash function, or a concatenation of strings that forms a unique string value.

Before declaring an index-by table, you must define its type. In the rest of this section, we will show you how to use an index-by table as part of our application.

We will show an efficient implementation of two types of associative arrays (indexed by PLS\_INTEGER and VARCHAR2) using the following steps:

* Defining a cursor.
* Defining the structure of an index-by table using the cursor's ROWTYPE or TYPE.
* Fetching cursor data into the index-by table using BULK COLLECT.
* Iterating through index-by table and looking up values using the index of a particular element.

**Creating Cursors for Index-by****Tables**

It is very convenient to define a cursor that would fetch the data into the index-by table, and then use its element type to create the index-by table. [Example 4-12](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHCJIFG) shows how to create two cursors, employees\_jobs\_cursor for fetching data from the hr.employees table, andjobs\_cursor for fetching data from the hr.jobs table. Notice that we are not using an ORDER BY clause for the second cursor.

***Example 4-12 Declaring cursors for index-by tables***

CURSOR employees\_jobs\_cursor IS

SELECT e.first\_name, e.last\_name, e.job\_id

FROM hr.employees e

ORDER BY e.job\_id, e.last\_name, e.first\_name;

CURSOR jobs\_cursor IS

SELECT j.job\_id, j.job\_title

FROM hr.jobs j;

**Defining****Index-by****Tables**

Now that you have declared your cursors, you can use the %ROWTYPE attribute to create the index-by PLS\_INTEGER tables employees\_jobsand jobs, as shown in [Example 4-13](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHHDCJD):

***Example 4-13 Creating******index-by PLS\_INTEGER tables based on the cursor structure***

TYPE employees\_jobs\_type IS TABLE OF employees\_jobs\_cursor%ROWTYPE

INDEX BY PLS\_INTEGER;

employees\_jobs employees\_jobs\_type;

TYPE jobs\_type IS TABLE OF jobs\_cursor%ROWTYPE

INDEX BY PLS\_INTEGER;

jobs jobs\_type;

To create a table that is indexed by a VARCHAR2, such as the job\_titles index-by table of job\_id, use the definition of these types from the original table, hr.jobs, as shown in [Example 4-14](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHIDJDE):

***Example 4-14 Creating index-by VARCHAR2 tables***

TYPE job\_titles\_type IS TABLE OF hr.jobs.job\_title%TYPE

INDEX BY hr.jobs.job\_id%TYPE;

job\_titles job\_titles\_type;

**Populating****Index-by PLS\_INTEGER****Tables;****BULK COLLECT**

If your work requires referencing a large quantity of data as local PL/SQL variables, the BULK COLLECT clause is much more efficient than looping through a result set one row at a time. When you query only some columns, you can store all the results for each column in a separate collection variable. When you query all the columns of a table, you can store the entire result set in a collection of records.

With the index-by PLS\_INTEGER employees\_jobs and jobs tables, you can now open the cursor and use BULK COLLECT to retrieve data, as shown in [Example 4-15](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHJHGAI):

***Example 4-15 Populating index-by******PLS\_INTEGER tables through BULK COLLECT***

OPEN employees\_jobs\_cursor;

FETCH employees\_jobs\_cursor BULK COLLECT INTO employees\_jobs;

CLOSE employees\_jobs\_cursor;

OPEN jobs\_cursor;

FETCH jobs\_cursor BULK COLLECT INTO jobs;

CLOSE jobs\_cursor;

**Populating Index-by VARCHAR2****Tables**

Once the jobs table contains data, use the FOR ... LOOP, as shown in [Example 4-16](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHGBFFE), to build the index-by VARCHAR2 table, job\_titles:

***Example 4-16 Populating index-by VARCHAR2 tables***

FOR i IN 1..jobs.COUNT() LOOP

job\_titles(jobs(i).job\_id) := jobs(i).job\_title;

END LOOP;

**Iterating Through an****Index-by****Table**

The structure employees\_jobs is a *dense* index-by table, because it is indexed by a PLS\_INTEGER. You can iterate through it simply by placing your operations within a FOR ... LOOP that counts from 1 through the COUNT() value of the table, as demonstrated in [Example 4-17](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHFJFDG). Note that the line in bold represents a direct look-up of a value in the job\_titles table.

***Example 4-17 Iterating through an index-by******PLS\_INTEGER table***

FOR i IN 1..employees\_jobs.count() LOOP

DBMS\_OUTPUT.PUT\_LINE(

RPAD(employees\_jobs(i).employee\_id, 10)||

RPAD(employees\_jobs(i).first\_name, 15)||

RPAD(employees\_jobs(i).last\_name, 15)||

**job\_titles(employees(i).job\_id));**

END LOOP;

The structure job\_titles is a *sparse* index-by table, indexed by a VARCHAR2. As [Example 4-18](http://docs.oracle.com/cd/B28359_01/appdev.111/b28843/tdddg_procedures.htm#CIHFADJH) demonstrates, you can iterate through it within a WHILE ... END LOOP using a pre-defined counter that is equal to the first key value, and the NEXT() value of the table. You will notice that the elements are naturally sorted in lexical order of the index.

***Example 4-18 Iterating through an index-by******VARCHAR2 table***

DECLARE i hr.jobs.job\_id%TYPE := job\_titles.FIRST();

WHILE i IS NOT NULL LOOP

DBMS\_OUTPUT.PUT\_LINE(

RPAD(job\_titles(i).job\_id, 10)||

job\_titles(i).job\_title);

i := job\_titles.NEXT(i);

END LOOP;

**Handling****Errors and****Exceptions**

Error conditions, known as exceptions, are easy to detect and process within your PL/SQL code. When an error occurs, it raises an exception by stopping normal processing and transferring control to exception-handling code. This code is located at the end of thePL/SQL block. In PL/SQL, the checks and calls to error routines are performed automatically, with each exception having its own exception handler.

Predefined exceptions are raised automatically for certain common error conditions that involve variables or database operations. You can also declare custom exceptions for conditions that are errors with respect to your program, or as wrappers to existing Oracle messages.

**Existing PL/SQL and SQL Exceptions**

Oracle Database will automatically raise an exception if a PL/SQL program violates a known database rule, such as the predefined exception NO\_DATA\_FOUND if a SELECT INTO statement returns no rows. The following table shows some of the common exceptions.

| **Exception** | **Description** |
| --- | --- |
| ACCESS\_INTO\_NULL | A program attempts to assign values to the attributes of an uninitialized object |
| CASE\_NOT\_FOUND | None of the choices in the WHEN clauses of a CASE statement is selected, and there is no ELSE clause. |
| COLLECTION\_IS\_NULL | A program attempts to apply collection methods other than EXISTS to an uninitialized nested table or varray, or the program attempts to assign values to the elements of an uninitialized nested table or varray. |
| CURSOR\_ALREADY\_OPEN | A program attempts to open a cursor that is already open. A cursor must be closed before it can be reopened. A cursor FOR loop automatically opens the cursor to which it refers, so your program cannot open that cursor inside the loop. |
| DUP\_VAL\_ON\_INDEX | A program attempts to store duplicate values in a column that is constrained by a unique index. |
| INVALID\_CURSOR | A program attempts a cursor operation that is not allowed, such as closing an unopened cursor. |
| INVALID\_NUMBER | In a SQL statement, the conversion of a character string into a number fails because the string does not represent a valid number. (In procedural statements, VALUE\_ERROR is raised.) This exception is also raised when the LIMIT clause expression in a bulk FETCH statement does not evaluate to a positive number. |
| LOGIN\_DENIED | A program attempts to logon to Oracle database with a user name or password that is not valid. |
| NO\_DATA\_FOUND | A SELECT INTO statement returns no rows, or your program references a deleted element in a nested table or an uninitialized element in an index-by table.  Because this exception is used internally by some SQL functions to signal completion, do not rely on this exception being propagated if you raise it within a function that is called as part of a query. |
| NOT\_LOGGED\_ON | A program issues a database call without being connected to Oracle database. |
| ROWTYPE\_MISMATCH | The host cursor variable and PL/SQL cursor variable involved in an assignment have incompatible return types. When an open host cursor variable is passed to a stored subprogram, the return types of the actual and formal parameters must be compatible. |
| SUBSCRIPT\_BEYOND\_COUNT | A program references a nested table or varray element using an index number larger than the number of elements in the collection. |
| SUBSCRIPT\_OUTSIDE\_LIMIT | A program references a nested table or varray element using an index number (-1 for example) that is outside the legal range. |
| TOO\_MANY\_ROWS | A SELECT INTO statement returns more than one row. |
| VALUE\_ERROR | An arithmetic, conversion, truncation, or size-constraint error occurs. For example, when your program selects a column value into a character variable, if the value is longer than the declared length of the variable, PL/SQL cancels the assignment and raises VALUE\_ERROR. In procedural statements, VALUE\_ERROR is raised if the conversion of a character string into a number fails. (In SQL statements, INVALID\_NUMBER is raised.) |
| ZERO\_DIVIDE | A program attempts to divide a number by zero. |

***Example 4-19 Handling exceptions***

In the emp\_eval Body pane, edit eval\_department procedure to handle cases where the query does not return a result set. New code is in bold font.

PROCEDURE eval\_department(department\_id IN employees.department\_id%TYPE) AS

-- declaring the REF CURSOR

emp\_cursor emp\_refcursor\_type;

department\_curr departments.department\_id%TYPE;

BEGIN

department\_curr := department\_id; -- starting with the first department

FOR loop\_c IN 1..3 LOOP

OPEN emp\_cursor FOR

SELECT \*

FROM employees e

WHERE department\_curr = e.department\_id;

-- create employee evaluations is specific departments

DBMS\_OUTPUT.PUT\_LINE('Determining necessary evaluations in department #' ||

department\_curr);

eval\_loop\_control(emp\_cursor); -- call to process the result set

DBMS\_OUTPUT.PUT\_LINE('Processed ' || emp\_cursor%ROWCOUNT || ' records.');

CLOSE emp\_cursor;

department\_curr := department\_curr + 10;

END LOOP;

**EXCEPTION**

**WHEN NO\_DATA\_FOUND THEN**

**DBMS\_OUTPUT.PUT\_LINE ('The query did not return a result set');**

END eval\_department;

Compile and save emp\_eval Body.

**Custom Exceptions**

A package may contain custom exceptions for handling errors. Exceptions are declared in the program, in any declarative region, depending on how it is used: a subprogram, a package body, or a package specification.

An exception declaration has the following form:

*exception\_name* EXCEPTION;

To raise custom exceptions programmatically, based on incorrect values, you need to use the following form:

IF *condition* THEN

RAISE *exception\_name*;

To trap unexpected Oracle errors, you must include the exception handling instructions in your code, typically as the last block within the body of your subprogram or package. You should name the specific exceptions you are handling (both standard and custom), and use theOTHERS handler to trap unexpected errors. An exception body has the following form:

EXCEPTION

WHEN *exception\_name\_1* THEN

...;

DBMS\_OUTPUT.PUT\_LINE(*message\_1*);

...

WHEN OTHERS THEN

...

DBMS\_OUTPUT.PUT\_LINE(*message\_others*);

Alternatively, you may design your program to continue running after an exception is raised. You must then enclose the code that may generate an exception in a BEGIN...END block with its own exception handler. For example, code that traps the exception within a loop structure can handle the exception for an element that raises an error, and then continue with the next iteration of the loop.

In the following task, you will redesign the function calculate\_score to declare, raise and trap two possible exceptions, weight\_wrong andscore\_wrong.

***Example 4-20 Handling custom exceptions***

In the emp\_eval Body pane, edit calculate\_score function. New code is in bold font.

FUNCTION calculate\_score(evaluation\_id IN scores.evaluation\_id%TYPE

, performance\_id IN scores.performance\_id%TYPE)

RETURN NUMBER AS

**weight\_wrong EXCEPTION;**

**score\_wrong EXCEPTION;**

n\_score scores.score%TYPE; -- from SCORES

n\_weight performance\_parts.weight%TYPE; -- from PERFORMANCE\_PARTS

running\_total NUMBER := 0; -- used in calculations

max\_score CONSTANT scores.score%TYPE := 9; -- a constant limit check

max\_weight CONSTANT performance\_parts.weight%TYPE:= 1;

-- a constant limit check

BEGIN

SELECT s.score INTO n\_score FROM scores s

WHERE evaluation\_id = s.evaluation\_id

AND performance\_id = s.performance\_id;

SELECT p.weight INTO n\_weight FROM performance\_parts p

WHERE performance\_id = p.performance\_id;

**BEGIN -- check that weight is valid**

**IF n\_weight > max\_weight OR n\_weight < 0 THEN**

**RAISE weight\_wrong;**

**END IF;**

**END;**

**BEGIN -- check that score is valid**

**IF n\_score > max\_score OR n\_score < 0 THEN**

**RAISE score\_wrong;**

**END IF;**

**END;**

-- calculate the score

running\_total := n\_score \* n\_weight;

RETURN running\_total;

**EXCEPTION**

**WHEN weight\_wrong THEN**

**DBMS\_OUTPUT.PUT\_LINE(**

**'The weight of a score must be between 0 and ' || max\_weight);**

**RETURN -1;**

**WHEN score\_wrong THEN**

**DBMS\_OUTPUT.PUT\_LINE(**

**'The score must be between 0 and ' || max\_score);**

**RETURN -1;**

END calculate\_score;

Compile and save emp\_eval Body